|  |  |
| --- | --- |
| **Ex No: 01** | **prime numbers** |
| **Date:** |

* **PRIME NUMBERS**
* **PROGRAM\_CODING:**

n=int(input("enter the upper limit:"))

print("prime numbers are")

for num in range(0,n+1):

#prime num are greater than 1

if num>1:

for i in range(2,num):

if(num%i)==0:

break

else:

print(num)

* PROGRAM OUtPUT

Enter the upper limit: 20

Prime numbers are

2

3

5

7

11

13

17

19

|  |  |
| --- | --- |
| **Ex No: 02** | **exponentiation of a number** |
| **Date:** |

* **EXPONENTIATION OF A NUMBER**
* **PROGRAM\_CODING:**

def power(base,exp):

if(exp==1):

return(base)

if(exp!=1):

return(base\*power(base,exp-1))

base=int(input("enter base:"))

exp=int(input("enter exponential value:"))

print("result:",power(base,exp))

* PROGRAM OutPUT

Enter base: 7

Enter exponential value: 2

Result:49

|  |  |
| --- | --- |
| **Ex No: 03** | **maximum in the given list of numbers** |
| **Date:** |

* **MAXIMUM in the given LIST OF NUMBERS**
* **PROGRAM\_CODING:**

l=[]

n=int(input("enter the upper limit:"))

for i in range(0,n):

a=int(input("enter the numbers:"))

l.append(a)

maxno=l[0]

for i in range(0,len(l)):

if l[i]>maxno:

maxno=l[i]

print("the maximum number is %d"%maxno)

* PROGRAM OUtPUT

Enter the upper limit 3

Enter the numbers 6

Enter the numbers 9

Enter the numbers 90

The maximum number is 90

|  |  |
| --- | --- |
| **Ex No: 04** | **Binary Search** |
| **Date:** |

* **BINARY SEARCH**
* **PROGRAM\_CODING:**

def binary\_search(list\_arr):

print(list\_arr)

#binary search algo...

search\_input=int(input("Enter the number to search:"))

start=0;

end=len(list\_arr)-1

mid=0

while (start<=end):

mid=(end+start)//2

if(list\_arr[mid]<search\_input):

start=mid+1

elif(list\_arr[mid]>search\_input):

end=mid-1

else:

return mid;

return -1

obj\_res=binary\_search([1,2,3,4,5,6,7,8,9,10])

print("The Element in the index at :'"+str(obj\_res)+"'" if (obj\_res!=-1)else "Element not present");

* PROGRAM OUtPUT

[1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

Enter the number to search:5

The Element in the index at :'4'

|  |  |
| --- | --- |
| **Ex No: 05** | **Linear Search** |
| **Date:** |

* **LINEAR SEARCH**
* **PROGRAM\_CODING:**

items=[5,7,10,12,15]

print("list of items is",items)

x=int(input("enter item to search:"))

i=flag=0

while i<len(items):

if items[i]==x:

flag=1

break

i=i+1

if flag==1:

print("items found at position:",i+1)

else:

print("items not found")

* PROGRAM OUPUT

(list of items is: [5, 7, 10, 12, 15] )

enter item to search: 7

(item found at position:, 2)

|  |  |
| --- | --- |
| **Ex No: 06** | **selection sort** |
| **Date:** |

* **SELECTION SORT**
* **PROGRAM\_CODING:**

def selectionSort(alist):

for i in range(len(alist)-1,0,-1):

pos=0

for location in range(1,i+1):

if alist[location]>alist[pos]:

pos=location

temp=alist[i]

alist[i]=alist[pos]

alist[pos]=temp

alist=[54,26,93,17,77,31,44,55,20]

selectionSort(alist)

print(alist)

* PROGRAM OUPUT

[17, 20, 26, 31, 44, 54, 55, 77, 93]

|  |  |
| --- | --- |
| **Ex No: 07** | **Radio button using UI with tkinter** |
| **Date:** |

* **Radio button using UI with tkinter**
* **PROGRAM\_CODING:**

from Tkinter import\*

class Tkinter\_button:

def \_\_init\_\_(self,root):

self.master=root

self.master.title("Tkinter Radiobutton");

self.master.geometry("100x100")

#labell declaration

self.label1=Label(self.master,text="This is a label");

self.label1.pack()

self.radio\_val=IntVar()

#radiobutton deceleration

self.R1=Radiobutton(self.master,text="Python",value=1,variable=self.radio\_val,command=lambda:get\_val() )

self.R1.pack()

self.R2=Radiobutton(self.master,text="Java",value=2,variable=self.radio\_val,command=lambda:get\_val() )

self.R2.pack()

#lable12 declaration

self.label2=Label(self.master);

self.label2.pack()

#logic

def get\_val():

if(self.radio\_val.get()==1):

self.label2.config(text="You selected: Python")

if(self.radio\_val.get()==2):

self.label2.config(text="You selected: Java")

self.master.mainloop();

if \_\_name\_\_=="\_\_main\_\_":

obj=Tkinter\_button(Tk());

* PROGRAM OUPUT

![C:\Users\student\Pictures\Capture1.PNG](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Ex No: 08** | **Application window using tkinter** |
| **Date:** |

* **Application window using tkinter**
* **PROGRAM\_CODING:**

from Tkinter import \*

class Tk\_TxtField:

def \_\_init\_\_(self,root):

self.master=root

self.master.title("Tkinter TextField:")

self.master.geometry("200x150")

#frontend

self.e1=StringVar()

self.e2=StringVar()

self.e3=StringVar()

self.e4=StringVar()

self.label1=Label(self.master, text="Num 1").grid(row=0,column=0)

self.entry1=Entry(self.master, textvariable=self.e1).grid(row=0,column=1)

self.label2=Label(self.master, text="Num 2").grid(row=1,column=0)

self.entry2=Entry(self.master, textvariable=self.e2).grid(row=1,column=1)

self.label3=Label(self.master, text="Operation").grid(row=2,column=0)

self.entry3=Entry(self.master, textvariable=self.e3).grid(row=2,column=1)

self.label4=Label(self.master, text="Result").grid(row=3,column=0)

self.entry4=Entry(self.master, textvariable=self.e4).grid(row=3,column=1)

self.b1=Button(self.master, text="=",padx=30,bd=4,command=lambda:self.operation()).place(x=20,y=100)

self.b2=Button(self.master, text="clear",padx=20,bd=4,command=lambda:self.clear()).place(x=100,y=100)

self.master.mainloop();

#logic area

def operation(self):

t1=self.e1.get()

t2=self.e2.get()

op=self.e3.get()

if(t1=="" and t2=="" and op==""):

print("please fill yhe textfield")

else:

self.e4.set(str(eval(""+str(t1)+""+str(op)+""+str(t2)+"")))

def clear(self):

self.e1.set("")

self.e2.set("")

self.e3.set("")

self.e4.set("")

if \_\_name\_\_=="\_\_main\_\_":

obj=Tk\_TxtField(Tk());

* PROGRAM OUPUT
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|  |  |
| --- | --- |
| **Ex No: 09** | **Gene SEQUENCE MINIMISING Using python** |
| **Date:** |

* **Gene SEQUENCE MINIMISING USING python**
* **PROGRAM\_CODING:**

def gene\_sequence\_mining(dna,base):

total=0

for i in dna:

if(base==i):

total+=1

return total

dna="ATGCGGCCTAT"

base="A"

print("The DNA:"+dna)

obj=gene\_sequence\_mining(dna,base)

print("The char '"+str(base)+"' has appeared'"+str(obj)+"'")

* PROGRAM OUPUT

The DNA:ATGCGGCCTAT

The char 'A' has appeared'2'

|  |  |
| --- | --- |
| **Ex No: 10** | **BIO- COMpUTING USING python** |
| **Date:** |

* **BIO COMpUTING USING python**
* **PROGRAM\_CODING:**

def base\_freq(dna):

acount=0

ccount=0

gcount=0

tcount=0

for i in dna:

if(i == 'A'):

acount+=1

elif(i == 'C'):

ccount+=1

elif(i == 'T'):

tcount+=1

elif(i == 'G'):

gcount+=1

print("Base frequencies of the sequence '%s':" %dna)

print("A: %0.2f, C: %0.2f, T: %0.2f, G: %0.2f" %(acount/float(len(dna)), ccount/float(len(dna)), tcount/float(len(dna)), gcount/float(len(dna))))

dna = 'ACCAGAGT'

base\_freq(dna)

* PROGRAM OUPUT

Base frequencies of the sequence 'ACCAGAGT':

A: 0.38, C: 0.25, T: 0.12, G: 0.25